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Introduction
Systems which use either the RC32355 or RC32351 integrated processor as a USB slave device and

generate a reset to the processor while the slave and host are connected by a USB cable will have prob-
lems with the host recognizing that it needs to reconfigure the RC32355/RC32351 after the reset is
complete. This application note describes a solution for this problem. The solution can also be used to
implement a software-controlled USB disconnect which can be initiated at any time under software control,
independent of whether the RC32355 or RC32351 has experienced a reset or not.

Systems which do not reset the RC32355/RC32351 while the slave and host are connected by a USB
cable do not require this modification.

Operation
A USB host detects the speed of a USB slave device by sensing the status of the two USB data lines.

The two data lines are commonly referred to as the D+ and D- lines. The USB master has very weak (15K)
pull-downs on both the D+ and D- line. The slave device will have a relatively strong (1.5 K) pull-up on one
of these two lines. If the slave pulls D+ high, it indicates the slave is a high-speed USB device (12 Mb/s). If,
instead, the slave pulls D- high, then it indicates the slave can only sustain low speed USB data rates 
(1.5 Mb/s). 

These data line pull-ups also serve another function. When the USB host detects that both data lines are
low, it assumes nothing is attached. This is referred to as a "disconnect" condition in the USB specification.
As soon as one of the data lines is pulled up, the host assumes that a new slave has been plugged in, and
it goes out and tries to configure it. This will be recognized as a "connect" condition by the USB host or hub.

The RC32355- and RC32351-based boards implement the pull-up register and the "disconnect" and
"connect" conditions are correctly detected when the USB cable is disconnected from and then re-
connected to the host. The problem arises when the RC32355/RC32351 are powered on or reset while the
board is connected to the host through the USB cable. In the case of initial power-on, the host is notified
that there is a USB device through the "connect" condition before the RC32355/RC32351 can configure the
USB interface. This results in the RC32355/RC32351 not being recognized by the host. If the board is then
reset, power remains applied to the pull-up, so the state of the data line never changes. As a result, when
reset is completed, the host does not realize that a newly initialized USB device is now attached, and it
makes no effort to re-initialize the RC32355/RC32351 USB interface. 

USB Connect and Disconnect Conditions
The USB is terminated at the hub as shown in Figure 1. Full-speed and low-speed devices are differen-

tiated by the position of the pull-up resistor on the downstream end of the cable:
◆ Full-speed devices are terminated with a pull-up resistor on the D+ line. The RC32355/RC32351

are full-speed devices.
◆ Low-speed devices are terminated with a pull-up resistor on the D- line.
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Figure 1  Full Speed Device Cable and Resistor Connections

Disconnect Condition
When no USB slave device is attached to the downstream port of the host or the hub and the host or

hub is not driving that port, it will cause both D+ and D- to be pulled below the single-ended low threshold of
the host or hub.   The host or hub will interpret this to be a disconnect condition

Connect Condition
A connect condition will be detected when the hub detects that one of the data lines (D+ or D-) has been

pulled above the host/hub's VIH threshold for more than 2.5µs. In the example shown in Figure 1, the D+
line gets pulled high through Rpu when the USB device is connected.

Problem During Power-on or RESET of the RC32355/RC32351 with 
USB Cable Attached

When the RC32355 or RC32351 processor is powered on, the D+ line goes high causing the host to
detect the device. Although the device fulfils the "connect" condition, the detection of the device is prema-
ture. Both the RC32355 and RC32351 have to initialize all their registers and interfaces before the USB
host detects them. During RC32355/RC32351 RESET, the host does not detect the status change of the
RC32355/RC32351 slave port. However, the RESET nullifies the RC32355/RC32351 setup that was
performed by the host after the initial power-up sequence. As a result, the RC32355and RC32351 are left in
an uninitialized state and will not respond to the USB host device's transactions. 

Solution 
Whenever the RC32355 or RC32351 is powered on or reset, the D+ line must be driven low to indicate

to the host that it needs to come in and reconfigure the RC32355/RC32351 USB port. This can be accom-
plished using a hardware/software solution as follows:

The hardware portion of the solution is implemented by disconnecting the 1.5K pullup from Vcc and
connecting the side of the resistor that was formerly attached to Vcc to a general purpose I/O (GPIO) pin
instead. Since the state of the GPIO pins is software controllable, software can then be used to manage the
state of the USB port. 

The D+ line needs to be held low during the entire power-on or reset operation. This applies to both
hardware and software generated resets. The purpose of keeping the D+ line low is to keep the host from
prematurely detecting the RC32355/RC32351 USB slave device. The D+ line should go high right before
the RC32355/RC32351 software configures their USB interface. It takes about 20 ms for the host to detect
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 and respond to the presence of the slave device once the GPIO pin is driven high. This 20 ms window is
more than adequate for the RC32355/RC32351 software to complete the initialization of the RC32355/
RC32351 USB slave interface.

Example
In this example, GPIO_26 is used. This is the GPIO that IDT used for this purpose on the 79RP351 and

79RP355 reference designs. The following software sequence needs to be placed at the beginning of the
boot code:

1. Set GPIO_26 as a GPIO pin. (This pin has an alternate function. Therefore, it must be verified that
it is properly configured to be a GPIO.)

2. Set the GPIO_26 as an output.
3. Set the GPIO to drive a value of zero (i.e., set it low).
This is the code in Assembly:

/* The PIO_BASE_ADDR is 0xb8040000*/
li t0,PIO_BASE_ADDR
li t1,0xf9ffffff
sw t1, 0x0(t0) /* Setting pin 26 as GPIO*/
lw t2, 0x4(t0)
or t2, 0x04000000
sw t2, 0x4(t0) /*Setting pin 26 as an output*/
lw t1, 0x8(t0)
and t1, ~0x04000000
sw t1, 0x8(t0) /*Setting pin 26 to zero*/

Next, perform the following steps for USB configuration.

1. Set the GPIO_26 to output 1 (i.e., set it high). This should be a part of the configuration code as the
first step.
This is the code for setting the GPIO pin 26 to 1:

/* GPIOD register is at 0xb8040008 - set bit 26 to 1*/
T_UINT32 * gpiod = (T_UINT32*)(0xb8040008);
*gpiod |= 0x04000000;

2. Run the USB configuration code.
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 Figure 2 is a timing diagram showing each step of the USB Configuration.

Figure 2  Timing Diagram of USB Configuration
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